# Binary Trees

A binary tree is made up of connected nodes like regular trees. The main difference is that binary trees can only have up to 2 children (hence being a binary tree). If it does have two children, one is called the left child and the other is the right child. The children may or may not link back to their parent, so that may depend on your situation.

Here's an example from the Swift Algorithm Club.
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Binary trees in this case don't have many special rules or anything like that. You'll see later in the course that if you do add some rules to a binary tree, it can make searching for data much easier.

One way ordinary binary trees can be used is to model arithmetic problems. The root node is some operator (like + or -) and the result of the left child will be added, subtracted, etc to the result of the right child. I say result because any of the nodes may be an operator, but they have to have two children (or one if it's a subtraction or addition). The leaf nodes will have the numbers in the equation, which may be further down on longer equations. You can put them in a binary tree and write a function that will find the final result, but we don't need to go that far into it. You can see an illustration courtesy of the Swift Algorithm Club below.

![](data:image/png;base64,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)

This tree represents (5 \* ( a - 10 ) + ( -4 \* ( 3 / b ) ). You can see that everything but the - sign above 4 has two children. Since the - sign is just making its child negative, it only needs one. Otherwise, it would be subtracting two numbers (like a - 10).

# How to Make a Binary Tree

Below is the starting code to making a binary tree (you may notice why I covered recursion before this).

class BinaryTree<T> {  
 var value: T?  
 private var leftBinaryTee: BinaryTree?  
 private var rightBinaryTree: BinaryTree?  
  
 init(\_ value) {  
 self.value = value  
  
 self.leftBinaryTree = nil  
 self.rightBinaryTree = nil  
 }  
}

It looks a lot like the recursive linked lists you saw before. I could change the names of the children to previous and next, and it would basically be identical. The main difference is how they're used though.

With the linked lists, everything was linear. In this binary tree, we'll be dividing the work between the two children instead of passing it down the line. This can improve performance since appending something doesn't mean it gets passed to every item saved.

We can start with appending an item, but first, we'll need to know the count of a tree first.

extension BinaryTree {  
 var count: Int {  
 guard value != nil else { return 0 }  
 return 1 + (self.leftBinaryTree?.count ?? 0) + (self.rightBinaryTree?.count ?? 0)  
 }  
}

OK, that does still look pretty close to a linked list, but this next part won't. To make it easier, I'm going to store whether the children are nil or not in some variables.

extension BinaryTree {  
 func add(\_ value) {  
 if self.value = nil {  
 self.value = value  
 } else {  
 let leftBinaryTreeIsNil = leftBinaryTree == nil  
 let rightBinaryTreeIsNil = rightBinaryTree == nil  
  
 if leftBinaryTreeIsNil {  
 self.leftBinaryTree = BinaryTree(value)  
 } else if !leftBinaryTreeIsNil && rightBinaryTreeIsNil {  
 self.rightBinaryTree = BinaryTree(value)  
 } else if !leftBinaryTreeIsNil && !rightBinaryTreeIsNil {  
 if self.leftBinaryTree!.count < self.rightBinaryTree!.count {  
 self.leftBinaryTree!.append(value)  
 } else {   
 self.rightBinaryTree!.append(value)  
 }  
 }  
 }  
 }  
}

To break that down a little -

1. I start by checking if the current value is nil. That would mean the tree is empty, so the value can just be saved in the existing value
2. If the current value is not nil, then the tree has at least one item, and the new value needs to be added to one of the children trees.
3. I save whether the children trees are nil to make the if statements a little bit clearer.
4. Next, if the left tree is nil, then we can just toss the value in a tree on that side.
5. If the left tree isn't nil, but the right one is, we can toss the value in there instead.
6. The last condition, if neither of the children are nil, is a little different. I check which one has the smallest count, and add the value to that. This helps the binary tree retain its efficiency. If every single item got added to the left or right tree, then the whole tree would be a more complicated list instead. That would lose any of the benefits of using a binary tree instead of a linked list.

Adding an element to a plain list runs in O(n) time. Adding an element to this tree takes O(h) time. h in this case is the height of the tree. Feel free to refer back to the previous article if you'd like a refresher on tree height.

It's easy to add a Swift Array to another Swift Array, so the BinaryTree might as well have some methods to handle doing the same with trees.

extension BinaryTree {  
 func removeLeaf() -> BinaryTree? {  
 guard self.value != nil else { return nil }  
  
 if let leftChild = self.leftBinaryTree {   
 return leftChild.removeLeaves()  
 }   
  
 if let rightChild = self.rightBinaryTree {  
 return rightChild.removeLeaves()  
 }  
  
 if let parent = self.parent {  
 if parent.leftBinaryTree == self {  
 parent.leftBinaryTree = nil  
 } else {  
 parent.rightBinaryTree = nil  
 }  
 }  
  
 self.value = nil  
  
 return self  
 }  
  
 func addTree(\_ newTreeNodes: BinaryTree) {  
 while newTreeNodes.count > 0 {  
 self.add(newTreeNodes.removeLeaf())  
 }  
 }  
}

The removeLeaves() method is new. If you're working with a linked list or array, it's pretty easy to just iterate over the entries in the collection being added. Trees don't have that linear structure. removeLeaves() will grab one of the leaves and return it. So, to add a tree, it just needs to be run until the tree being added has a count of 0.

Now, on to removing a node from the tree.

To find the right node, we have to first make sure BinaryTree conforms to Codable. We'll also just worry about finding a node based on its value.

extension BinaryTree: Equatable where T: Equatable {  
 public static func ==(lhs: BinaryTree<T>, rhs: BinaryTree<T>) -> Bool {  
 return lhs.value == rhs.value  
 }  
}

The extension is making BinaryTree conform to Equatable, but since not all of the types someone using the structure might as well, we can use where T: Equatable to require that anything stored in the tree can be used with ==.

We could go right into building the function to remove items, but that requires finding the element first. When you're using a tree, you might want to search for something without removing it, so writing a search function instead saves duplicating code.

There are three ways to search a tree.

1. In-Order, or depth-first. With this method, a node on the tree will search its left child, then itself, and then its right child.
2. Pre-order. First, a node will check itself, then its left child, and then its right child.
3. Post-order. A node will check its left child, its right child, and finally itself.

Here are examples

extension BinaryTree {   
 func inOrderSearch(for value: T) -> BinaryTree? {  
 guard self.value != nil else { return nil }  
  
 if let leftChild = self.leftBinaryTree {   
 if let nodeFound = leftChild.inOrderSearch(for: value) {  
 return nodeFound  
 }  
 }  
  
 // To illustrate the process, we'll print the current value  
 print("Checking \(self.value)")  
  
 if self.value! == value {  
 return self  
 }  
  
 if let rightChild = self.rightBinaryTree {  
 if let nodeFound = rightChild.inOrderSearch(for: value) {  
 return nodeFound  
 }  
 }  
  
 return nil  
 }  
  
 func preOrderSearch(for vaule: T) -> BinaryTree? {  
 // itself, left, right  
 guard self.value != nil else { return }  
  
 print("Checking \(self.value!)")  
  
 if self.value! == value {  
 return self  
 }  
  
 if let leftChild == self.leftBinaryTree {  
 if let foundNode == leftChild.preOrderSearch(for value: T) {  
 return foundNode  
 }  
 }  
  
 if let rightChild = self.rightBinaryTree {  
 if let foundNode = rightChild.preOrderSearch(for: value) {  
 return foundNode  
 }  
 }  
  
 return nil  
 }  
  
 func postOrderSearch(for value: T) -> BinaryTree? {  
 // left, right, itself  
 guard self.value != nil else { return }  
  
 if let leftChild = self.leftBinaryTree {  
 if let foundNode = leftChild.postOrderSearch(for: value) {  
 return foundNode  
 }  
 }  
  
 if let rightChild = self.rightBinaryTree {   
 if let foundNode = rightChild.postOrderSearch(for: value) {  
 return foundNode  
 }  
 }  
  
 print("Checking \(self.value!)")  
  
 if self.value! == value {  
 return self  
 }  
 }  
}

It may look like these functions aren't going to print anything if they find the value in one of the children trees. That's because recursion can make that seem a little more mixed up. If something is found in one of the child trees, then one of the child nodes had to have hit the if self.value! == value line. That's why the print statement is always coming directly before that check.

Now that we have a way to see if we have the node we're looking for, we can write a function to remove something. To make it interesting, the function will let whoever is using it decide which search method they want to use.

extension BinaryTree<T> {  
 // This is an enum to store the different supported search methods  
 public enum SearchMethod {  
 case .inOrder, .preOrder, .postOrder  
 }  
  
 // We'll need the root node for some of the functionality (and the   
 // removal could start at any node in the tree) so it might as well be a  
 // function that can be reused  
 func findRootNode() -> BinaryTree? {  
 guard self.value != nil else { return nil }  
  
 var currentNode = self  
  
 while currentNode.parent != nil {  
 currentNode = currentNode.parent  
 }  
  
 return currentNode  
 }  
  
 // The remove function will just return a Bool about whether or not the  
 // the value was found and removed  
 func remove(\_ value: T, withSearchMethod searchMethod: SearchMethod) -> Bool {  
 // If the value is nil, then the tree is empty and there's nothing to remove  
 guard self.value != nil else { return false }  
  
 var nodeToRemove: BinaryTree? = nil  
  
 // This switch statement will find the node to remove based on   
 // which search method people chose  
 switch searchMethod {  
 case .inOrder:  
 nodeToRemove = self.inOrderSearch(for: value)  
 case .preOrder:  
 nodeToRemove = self.preOrderSearch(for: value)  
 case .postOrder:  
 nodeToRemove = self.postOrderSearch(for: value)  
 }  
  
 guard let nodeToRemove = nodeToRemove else { return false }  
  
 let leftChild = self.leftBinaryTree  
 let rightChild = self.rightBinaryTree  
 let root = self.findRootNode()  
  
 // A leaf node has no children, and since it's the easiest case  
 // we can start there  
 if leftChild == nil && rightChild == nil {  
 if self.parent == nil {  
 self.value = nil  
 } else {  
 if self.parent!.leftBinaryTree == self {  
 self.parent!.leftBinaryTree = nil  
 } else {  
 self.parent!.rightBinaryTree = nil  
 }  
 } else if leftChild == nil || rightChild == nil {  
 // This is the case where there's only one child, which is also pretty  
 // easy. The child just needs to take the place of the current node.  
 var treeToKeep = leftChild == nil ? rightChild : leftChild  
  
 treeToKeep.parent = self.parent  
  
 if let parent = self.parent {  
 if parent.leftBinaryTree == self {  
 parent.leftBinaryTree = treeToKeep  
 } else {  
 parent.rightBinaryTree = treeToKeep  
 }  
 } else {  
 self.value = treeToKeep.value  
 self.leftBinaryTree = treeToKeep.leftBinaryTree  
 self.rightBinaryTree = treeToKeep.rightBinaryTree  
 }  
 } else {  
 // The most complicated situation is when the node to remove has two  
 // children. To keep this simple (ish), we can just replace the current  
 // node with the biggest tree, and then add the nodes in the smaller  
 // tree back to the root of the tree. It's not the fastest way,  
 // but will help keep the tree slightly more balanced.  
 var smallestChild: BinaryTree<T>?  
 var largestChild: BinaryTree<T>?  
  
 if leftChild!.count > rightChild!.count {  
 smallestChild = rightChild  
 largestChild = leftChild  
 } else {  
 smallestChild = leftChild  
 largestChild = rightChild  
 }  
  
 guard var smallestChild = smallestChild else { return }  
 guard var largestChild = largestChild else { return }  
  
 largestChild.parent = nodeToRemove.parent  
 largestChild.leftBinaryTree = nodeToRemove.leftBinaryTree  
 largestChild.rightBinaryTree = nodeToRemove.rightBinaryTree  
  
 if nodeToRemove == nodeToRemove.parent?.leftBinaryTree {  
 nodeToRemove.parent!.leftBinaryTree = largestChild  
 } else if nodeToRemove == nodeToRemove.parent?.rightBinaryTree {  
 nodeToRemove.parent!.rightBinaryTree = largestChild  
 }  
  
 root.addTree(smallestChild)  
 }  
  
 return true  
 }  
}

## Summary

There's a lot that goes into binary trees. They're tough, definitely. If they seem confusing at first, I'll include this in a Playground so there's an opportunity to practice using them or making one. This is going to come up in a later unit as well, so feel free to bookmark or refer back to this when we start covering Binary Search Trees.